# 计算题：

## 24.1-1

初始化z=0 s t x y=

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 序号/结点及前驱 | s | t | x | y |
| 1 | 2/z |  | 7/z |  |
| 2 | 2/z | 5/x | 7/z | 9/s |
| 3 | 2/z | 5/x | 6/y | 9/s |
| 4 | 2/z | 4/x | 6/y | 9/s |

将z-x改成4后，s出发，初始化s为0,其余为

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 序号/结点及前驱 | t | x | y | z |
| 1 | 6/s |  | 7/s |  |
| 2 | 6/s | 4/y | 7/s | 2/t |
| 3 | 2/x | 4/y | 7/s | 2/t |
| 4 | 2/x | 4/y | 7/s | -2/t |

## **24.4-1**

程序运行结果为  
![](data:image/png;base64,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)

#include <iostream>

#include <vector>

#include <limits>

using namespace std;

const int INF = numeric\_limits<int>::max(); // Define a large constant for infinity

// Structure to represent an edge in the graph

struct Edge

{

int from, to, weight; // 'from' node, 'to' node, and edge weight

};

// Bellman-Ford algorithm to find shortest paths from a source node

bool bellman\_ford(int n, vector<Edge>& edges, vector<int>& dist)

{

dist.assign(n + 1, INF); // Initialize distances to all nodes as infinity

dist[0] = 0; // Distance to the source node (node 0) is 0

// Relax all edges 'n' times to compute shortest paths

for (int i = 0; i < n; ++i)

{

for (auto& e : edges)

{

// If the distance to the 'from' node is finite, attempt to relax the edge

if (dist[e.from] != INF && dist[e.to] > dist[e.from] + e.weight)

{

dist[e.to] = dist[e.from] + e.weight; // Update the distance to the 'to' node

}

}

}

// Check for negative-weight cycles by trying to relax once more

for (auto& e : edges)

{

if (dist[e.from] != INF && dist[e.to] > dist[e.from] + e.weight)

{

return false; // If a relaxation still occurs, a negative cycle exists

}

}

return true; // No negative-weight cycles detected

}

int main()

{

int n = 6; // Number of variables x1 to x6

vector<Edge> edges; // Vector to store edges representing constraints

// Correctly add constraints as directed edges in the graph

edges.push\_back({ 2, 1, 1 }); // x1 - x2 <= 1 -> x2 -> x1 with weight 1

edges.push\_back({ 4, 1, -4 }); // x1 - x4 <= -4 -> x4 -> x1 with weight -4

edges.push\_back({ 3, 2, 2 }); // x2 - x3 <= 2 -> x3 -> x2 with weight 2

edges.push\_back({ 5, 2, 7 }); // x2 - x5 <= 7 -> x5 -> x2 with weight 7

edges.push\_back({ 6, 2, 5 }); // x2 - x6 <= 5 -> x6 -> x2 with weight 5

edges.push\_back({ 6, 3, 10 }); // x3 - x6 <= 10 -> x6 -> x3 with weight 10

edges.push\_back({ 2, 4, 2 }); // x4 - x2 <= 2 -> x2 -> x4 with weight 2

edges.push\_back({ 1, 5, -1 }); // x5 - x1 <= -1 -> x1 -> x5 with weight -1

edges.push\_back({ 4, 5, 3 }); // x5 - x4 <= 3 -> x4 -> x5 with weight 3

edges.push\_back({ 3, 6, -8 }); // x6 - x3 <= -8 -> x3 -> x6 with weight -8

// Add an extra source node (node 0) with edges of weight 0 to all other nodes

for (int i = 1; i <= n; ++i)

{

edges.push\_back({ 0, i, 0 }); // Edge from source (node 0) to node i

}

vector<int> dist; // Vector to store shortest distances from the source node

// Run the Bellman-Ford algorithm

if (bellman\_ford(n, edges, dist))

{

// If successful, output the feasible solution

cout << "Feasible solution found (up to an arbitrary constant k):\n";

for (int i = 1; i <= n; ++i)

{

cout << "x" << i << " = " << dist[i] << " + k\n"; // Display solution with constant offset k

}

cout << "Where k is any constant.\n";

}

else

{

// If a negative cycle is detected, no feasible solution exists

cout << "No feasible solution exists (negative cycle detected).\n";

}

return 0; // End of program

}

## **25.2-1**

### K=1

0 INF INF INF -1 INF

1 0 2 0 INF INF

INF 2 0 INF INF -8

-4 INF INF 0 -5 INF

INF 7 0 INF 0 0

INF 5 10 INF 0 0

K=2  
0 INF INF INF -1 INF

1 0 2 0 2 INF

3 2 0 4 2 -8

-4 INF INF 0 -5 INF

8 7 9 0 0 0

6 5 10 7 5 0

### K=3

0 INF INF INF -1 INF

1 0 2 0 2 INF

3 2 0 4 2 -8

-4 INF INF 0 -5 INF

8 7 9 0 0 0

6 5 10 7 5 0

### K=4

0 INF INF -1 INF INF

-2 0 2 0 -3 INF

0 2 0 4 -1 -8

-4 INF INF 0 -5 INF

5 7 9 0 0 0

3 5 10 7 2 0

### K=5

0 6 INF INF -1 INF

-2 0 2 0 -3 INF

0 2 0 4 -1 -8

-4 2 INF 0 -5 INF

5 7 9 0 0 0

3 5 10 7 2 0

### K=6

0 6 INF 8 -1 INF

-2 0 2 0 -3 INF

-5 -3 0 -1 -6 -8

-4 2 INF 0 -5 INF

5 7 9 0 0 0

3 5 10 7 2 0

# 设计、证明题：

## **22.2-7**

构建二分图，通过BFS搜索判断能否分为两组，简要代码如下  
  
#include <iostream>

#include <vector>

#include <queue>

using namespace std;

const int MAX\_VERTICES = 100; // 假设最大顶点数

vector<int> adj[MAX\_VERTICES]; // 邻接表

int color[MAX\_VERTICES]; // 顶点颜色，-1 表示未着色

void addEdge(int u, int v) {

adj[u].push\_back(v);

adj[v].push\_back(u); // 无向图

}

bool bfs(int start) {

queue<int> q;

q.push(start);

color[start] = 0; // 从0开始交替着色

while (!q.empty()) {

int u = q.front();

q.pop();

for (int v : adj[u]) {

if (color[v] == -1) { // 如果v未着色

color[v] = 1 - color[u]; // 交替着色

q.push(v);

}

else if (color[v] == color[u]) { // 如果相邻顶点颜色相同

return false; // 不是二分图

}

}

}

return true;

}

bool isBipartite() {

for (int i = 0; i < MAX\_VERTICES; ++i) {

color[i] = -1; // 初始化颜色

}

for (int i = 0; i < MAX\_VERTICES; ++i) {

if (color[i] == -1) { // 如果顶点未访问

if (!bfs(i)) {

return false; // 如果发现不是二分图

}

}

}

return true;

}

int main() {

// 假设输入是顶点数和边数

int n, m;

cin >> n >> m;

// 读取边并构建图

for (int i = 0; i < m; ++i) {

int u, v;

cin >> u >> v;

addEdge(u, v);

}

// 检查是否为二分图并输出结果

if (isBipartite()) {

cout << "The wrestlers can be divided into babyfaces and heels." << endl;

// 输出每个顶点的颜色，0 表示 babyfaces，1 表示 heels

for (int i = 0; i < n; ++i) {

cout << "Wrestler " << i << " is a " << (color[i] == 0 ? "babyface" : "heel") << endl;

}

}

else {

cout << "It is not possible to divide the wrestlers into babyfaces and heels." << endl;

}

return 0;

}

## **24.1-3**

在Bellman-Ford算法中，每次迭代尝试松弛所有边。如果某个节点的最短路径值 d[v]在一次迭代中没有变化，那么之后的迭代中 d[v]d[v]d[v] 也不会再变化。那么，当一次完整的迭代中没有任何距离 d 被更新时，说明所有最短路径都已经收敛，算法可以提前终止。通过引入 “isUpdate” 变量记录当前迭代是否有更新，我们可以让 Bellman-Ford 算法在最短路径收敛时提前终止，从而保证在 m+1次迭代内结束，即使事先不知道 m。

bool bellman\_ford(int n, int source, const vector<Edge>& edges, vector<int>& dist) {

dist.assign(n, INF); // 初始化距离数组

dist[source] = 0; // 源点到自身的距离为0

for (int i = 0; i < n; ++i) {

bool updated = false; // 用于检查本轮是否有距离更新

for (const Edge& e : edges) {

if (dist[e.u] != INF && dist[e.v] > dist[e.u] + e.weight) {

dist[e.v] = dist[e.u] + e.weight;

updated = true; // 发生了更新

}

}

if (!updated) {

// 如果本轮没有任何更新，提前结束

cout << "提前终止于第 " << i + 1 << " 次迭代\n";

break;

}

}

return true; // 无负权环

}

## **24-3**

通过将汇率转换为负对数边权重，问题转化为负权环检测问题。使用 Bellman-Ford 算法检测负权环，并输出对应的套利序列。时间复杂度为O(VE)

伪代码: Bellman - Ford 算法检测负权环

输入 :

n - 顶点数量

start - 源点

edges - 边的列表，每个边包含起点(u)，终点(v)和权重(weight)

parent - 用于记录每个顶点的前驱节点

dist - 用于记录从源点到每个顶点的最短距离

初始化 :

对于所有顶点 v：

dist[v] = 无穷大

parent[v] = -1

dist[start] = 0

对于 i 从 1 到 n - 1:

x = -1

对于每条边 e ∈ edges :

如果 dist[e.u] + e.weight < dist[e.v] :

dist[e.v] = dist[e.u] + e.weight

parent[e.v] = e.u

x = e.v

如果 x = -1 :

返回 false (没有负权环)

寻找负权环 :

设置 x 为负权环中的某个顶点

对于 i 从 1 到 n :

x = parent[x]

初始化空列表 cycle

对于 v = x; true; v = parent[v]:

将 v 添加到 cycle 列表

如果 v = x 且 cycle 的长度 > 1:

停止循环

反转 cycle 列表

输出 "套利序列发现: " + cycle 列表

返回 true (发现负权环)

## **25-1**

### (a)

遍历所有顶点对，检测能否通过新的边构成一条新路径

void updateTransitiveClosure(vector<vector<bool>>& closure, int x1, int x2, int V) {

for (int u = 0; u < V; ++u) {

for (int v = 0; v < V; ++v) {

// 如果通过新边 (x1, x2)，可以连通 (u, v)，则更新闭包

if (closure[u][x1] && closure[x2][v]) {

closure[u][v] = true;

}

}

}

}

### (b)

构造一个完全二分图，两个集合的大小均为V/2，在这种情况下，任何新边的加入都会引起整个传递闭包的计算，需要检查所有组合

### (c)

每次加入一条新边u-v,需要将u的所有前驱x与v的所有后继y相连，即x-y，单词操作的时间复杂度上限为V^2,由于当每个元素只更新一次，求和后的时间复杂度为O(V^3)

#include <iostream>

#include <unordered\_map>

#include <unordered\_set>

#include <vector>

using namespace std;

// 定义全局树结构：用于维护祖先树和继承者树

unordered\_map<int, unordered\_set<int>> ancestorsTree; // ancestorsTree[u]: u 的所有祖先

unordered\_map<int, unordered\_set<int>> successorsTree; // successorsTree[v]: v 的所有后继

// 辅助函数：将 v 添加到 u 的祖先的后继集合中，递归更新

void AddToAncestorsSuccessors(int u, int v) {

// 如果 u 没有祖先，则返回（递归终止条件）

if (ancestorsTree[u].empty()) return;

// 遍历 u 的所有祖先

for (int ancestor : ancestorsTree[u]) {

// 如果 (ancestor, v) 还未记录在 successorsTree 中，进行更新

if (successorsTree[ancestor].find(v) == successorsTree[ancestor].end()) {

successorsTree[ancestor].insert(v); // 添加 v 为 ancestor 的后继

AddToAncestorsSuccessors(ancestor, v); // 递归更新祖先的后继关系

}

}

}

// 辅助函数：将 u 添加到 v 的后继的祖先集合中，递归更新

void AddToSuccessorsAncestors(int u, int v) {

// 如果 v 没有后继，则返回（递归终止条件）

if (successorsTree[v].empty()) return;

// 遍历 v 的所有后继

for (int successor : successorsTree[v]) {

// 如果 (u, successor) 还未记录在 ancestorsTree 中，进行更新

if (ancestorsTree[u].find(successor) == ancestorsTree[u].end()) {

ancestorsTree[u].insert(successor); // 添加 successor 为 u 的后继

AddToSuccessorsAncestors(u, successor); // 递归更新后继的祖先关系

}

}

}

// 更新传递闭包函数：当插入边 (u, v) 时，更新祖先树和继承者树

void UpdateTransitiveClosure(int u, int v) {

// 调用辅助函数，递归更新祖先和后继关系

AddToAncestorsSuccessors(u, v); // 更新祖先的后继集合

AddToSuccessorsAncestors(u, v); // 更新后继的祖先集合

// 将新边 (u, v) 添加到 successorsTree 和 ancestorsTree 中

if (successorsTree[u].find(v) == successorsTree[u].end()) {

successorsTree[u].insert(v);

}

if (ancestorsTree[v].find(u) == ancestorsTree[v].end()) {

ancestorsTree[v].insert(u);

}

}

// 主函数：测试代码

int main() {

int n, m; // n 表示节点数，m 表示边数

cout << "请输入顶点数和边数: ";

cin >> n >> m;

// 初始化树结构

ancestorsTree.clear();

successorsTree.clear();

cout << "请输入每条边 (u, v):" << endl;

for (int i = 0; i < m; ++i) {

int u, v;

cin >> u >> v; // 读取边 (u, v)

UpdateTransitiveClosure(u, v); // 更新传递闭包

}

// 输出继承者树 (Successors)

cout << "继承者树 (Successors):" << endl;

for (const auto& pair : successorsTree) {

cout << "节点 " << pair.first << " 的后继: ";

for (int node : pair.second) {

cout << node << " ";

}

cout << endl;

}

// 输出祖先树 (Ancestors)

cout << "祖先树 (Ancestors):" << endl;

for (const auto& pair : ancestorsTree) {

cout << "节点 " << pair.first << " 的祖先: ";

for (int node : pair.second) {

cout << node << " ";

}

cout << endl;

}

return 0;

}

思考题：

## 25.2-6

负权环会导致顶点到自身的最短路径权重持续减少，最终变为负数,所以对角线上元素若存在小于0的，则存在